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*Abstract*—Integration of information resources to provide users with access to miscellaneous information and the ability of information management is carried out through specialized adaptive administration and user graphic web interfaces. In this paper we study the technology of creating an adaptive graphical editor of XML records to provide access to distributed heterogeneous information resources through graphical user WEB-interfaces. The methodology for creating user interfaces suitable for the structure and functionality of information sources is also described herein. The proposed XML record editor is able to visualize the full structure of an XML document as a screen form of an HTML page. The program is a server-side WEB application that provides on-screen forms for creating and editing XML documents in accordance with the selected XSD schema.
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# Introduction

The main goal of integration of information resources is to combine them at the physical or virtual level into a common information space to provide users with access to heterogeneous information and with the ability of information management. This is done with the help of specialized adaptive administrative and user graphical web interfaces capable of adjusting to the structure and functionality of information resources.

The development of adaptive user interfaces is the development of client-server applications that allow easy data exchange between programs and can be located anywhere, be written in any language and run under any operating system and on any hardware platform [1].

The best way to represent structured information is to visualize it as an on-screen form of an HTML page. XML and HTML are a set of SGML, so they have basic principles [2]. The structure of an XML document is similar to a regular HTML page. XML is an easy-to-read and easy-to-document format with no limit on document length. XML is more dynamic and allows for easy generation of new data schemas and transition rules between them, which are formulated in the same language (XSLT-transformation), and also supported by a large number of software manufacturers. Information from an XML document can be represented as an HTML sheet by simple manipulation. HTML forms and XML elements are logically equivalent to content information. Thus it automatically converts any software for any XML data into a web browser. The embedded HTML form which acts as a data entry form is in fact a graphical user interface because it is a simple XML editor for web programming. During processing XML files, a problem of availability of most programs has occurred. When you choose tools for editing XML data as well as editing an XML document, you should take the problem into the attentive consideration.

Thus, the relevant task is to research and apply adaptive technologies to develop user and administrative interfaces that provide the ability to manage heterogeneous data (data creation and modification).

The purpose of the work is to create a set of engineering solutions and techniques which implement a systematic and comprehensive approach to the technology of building adaptive graphical web interfaces. The method of research is based on a systematic analysis of modern technologies to create adaptive graphical web interfaces, development of the own technology and its experimental testing.

# Related Works

A number of research works have been carried out in the field of modeling, storing, manipulating XML data, their indexing and methods of queries. Conventionally, these studies can be divided into main groups according to their functional purpose [3]:

* XML data queries [4-10];
* XML conceptual modeling [11,12];
* XML data clustering [13];
* XML streaming [14];
* data storage and query processing in XML

databases [15];

* manipulation in conventional and temporal XML databases [16-19];
* transformation of XML documents into the OWL ontology [20, 21].

By simple manipulations, information from an XML document can be presented as an HTML page. HTML forms and XML elements are logically equivalent in terms of information content that makes it possible to automatically convert them via a web browser using a single software tool for any XML data [22]. The generated HTML form, which acts as a data entry form, is essentially an adaptive graphical interface, as it is a simple low-level XML editor based on web programming. With the advent of XML, which brought many convenient features for software system developers, the problem of editing XML files also appeared [23]. There was a need to study the problem that occurs while editing XML data and choosing tools that allow you to make changes to the XML document.

Thus, the task of research and application of adaptive technologies for the development of user and administrative interfaces that provide the ability to manage heterogeneous data (data creation and modification) is urgent.

Russian and foreign scientists have made a great contribution to the research of designing, implementing, and maintaining administrative and user interfaces that support various types of dialog [24-29]. In view with the above, research aimed at solving the problems of reducing the complexity of designing, prototyping, implementing and maintaining the user interface is relevant. Based on modern achievements in this field, the main paradigms for automating user interface development have been formed.

The purpose of the research was to study and develop methods and software tools for building adaptive administrative and user interfaces that increase the degree of functionality and expand the possibilities of user interaction during the search and edition of heterogeneous information in a distributed information system.

**The scientific novelty** of the work is to create a set of technical developments and techniques (models and algorithms) that implement a systematic and integrated approach to building adaptive user interfaces.

**The theoretical value** of the work is to provide a formal description of the developed adaptive model for entering and editing metadata presented in XML format, based on the use of XSD data schema definitions using XSLT technologies and its place in the architecture of a web server application.

**The practical value** of this work is to develop a server-side Web application that provides on-screen forms for creating and editing XML documents in accordance with the selected XSD schema. Screen forms are generated on the server side and provided to the user as HTML pages. Completed on-screen forms are processed by the server to generate an XML document. This software product can be used as an independent

manipulation of XML data

# The Methodolofy of Creating Adaptive Graphic Web-Interface

HTML forms and XML elements are logically equivalent in terms of information content. Therefore it is possible to convert them automatically through a web browser using a unified software tool for any XML data. The generated HTML form, which acts as a data entry form, is essentially a simple low-level web-based XML editor, and is an adaptive graphical interface [13].

The process of converting XML documents from one XML schema to another can be separated in three main parts [2, 30, 34-35]:

* Creating XML code - creating code using ordinary text or specialized XML code editors. Many DBMS are equipped with a function of direct generation of XML code.
* Generation of style XSL-tables for processing and displaying an XML-document. XSL tables are to be generated by an administrator-programmer.
* Imposition of XSL style sheets. Style XSL-tables are imposed on XML-document according to certain formatting rules and the result is a document corresponding to the client's request in the following output formats: HTML, PDF, WML and XML.

*Client-side actions*

Conversion of XML documents by imposition of style XSL tables is usually to be done on the client side. The stylesheet is loaded only once, reducing the load on the server. Based on the principle of overlaying a CSS file with an HTML file, browsers can attach styles to XML documents and generate the final document.

*Server-side actions*

If browsers do not understand full-fledged HTML, and cannot perform xml\xsl transformations themselves, then the style application to an XML document can be performed by the server in two ways [14]:

* manually - compile xml-files/stylesheets and locate the resulting files on the server;
* automatically - the software framework for Web application development (CMF) performs the required xml-document transformation and transmits it to the user: at the request of Acrobat Reader - the published page will come in PDF format, on request of a WAP device - the client will receive WML page, Web-browsers will receive an HTML/XHTML page.

In our study, we propose the following approach for representing structured information in XML format through ADAPTIVE GRAPHIC WEB-INTERFACE. The rules for constructing the structure of an XML record in terms of XSD [2] is an XML structure that can be processed using standard XSLT tools.

In the process of transforming an XML document for manipulation operations, it is necessary when retrieving a record from a specific source to have a complete description of the possible structure of the retrieved record.

The following options are possible:

* The easiest way. Get an XSD when the root XML entry element contains a URL reference to the XSD data schema in use as the value of the schemaLocation attribute when defining the namespace to use.
* Variant when the record retrieved for XML editing contains a namespace identifier (URI), but does not contain a URL reference to the XSD data schema being used. In this case, a request to the information system is required to provide the XSD by the namespace identifier.
* The option is more difficult when the entry received for XML editing does not contain namespace definitions. In this case, you need to make a request to the information system to provide a default XSD by the name of the information resource (database) or use an XSD that matches the schema requested when creating a request to receive data.

In any of the above cases, data modifications are required to initialize the graphical interfaces:

* + Description of the data schema in the form of an XML structure in accordance with the XSD rules.
	+ XML ​​structure containing the extracted data for editing (not required to create a new record).
	+ Description of the styles of forming the elements of the graphical interface (optional).
	+ Description of the rules for generating elements of the graphical interface in accordance with the rules of the used XSD and the values ​​of the elements of the edited XML record. However, these rules can be XSLT-transformation rules applied to XSD.

As an illustration, Fig. 1 shows the algorithm of the adaptive XML records editor in the client-server architecture, embedded in the WEB server of the ZooSPACE platform (ZooSPACE-W). The XML editor itself corresponds to the area enclosed by the dashed line for the server side. For the client part, a ready-made HTML form is provided for entering and (or) editing data. Moreover, this form already contains all the necessary tools (java scripts) for correct data entry, including:



Fig. 1.The functional diagram of XML editor for the heterogeneous system ZooSPACE-W

# Implementation and Validation

## XML-document Transformation to HTML-form

The XSLT template describes the rules for how XML elements are converted to HTML forms. It specifies the order, nesting of elements, display rules, tooltips, or additional information which could be found both in the XSD file and in the XML document itself.

Herebelow (Fig. 2) is an example where an XSLT template is applied to an XML document.



Fig. 2.The code snippet of XSLT template

HTML code (Fig. 3) as a result of transformation which is displayed in the main editor window:



Fig. 3. HTML-code snippet after transformation

The XSLT template extracts basic attributes of elements from the XML document:

Creates an xsl: template for each element with the match

attribute equivalent to the element name:

<xsl:template match="//xs:element">...

 </xsl:template>

<xsl:template match="//xs:complexType">...

 </xsl:template>

<xsl:template match="//xs:simpleContent">...

 </xsl:template>

<xsl:template match="//xs:annotation">...

 </xsl:template>

<xsl:template match="//xs:appinfo">...

 </xsl:template>

<xsl:template match="//xs:documentation">...

 </xsl:template>

<xsl:template match="//xs:extension">... </xsl:template>

If a complex element is processed, the xsl:apply-templates select="\*" function with the appropriate parameters is to be added to the template.

The correct XSLT functions and elements are to be added to the xsl:template so that xsl:template could generate the necessary input elements if required.

A new XML-document is created by pressing the "Record" button. The HTML form is checked against the pre-built data model, and if no errors are found a new XML-file is generated (Fig. 4).

The main task is as follows:

1. Create an xsl:template for each element with a match attribute equivalent to the element name;

2. If it is a datatype element, it is required to add it as well as functions necessary for creation of the element's value to xsl:template;

3. If it is a complex element, it is required to add the function xsl:apply-templates select="\*";

4. Create xsl:template for each element with match attribute which is equal to insert-elementName, where elementName – the Element Name;

5. If it is a complexType element, it is necessary to add recursively all its descendants N times, where N is the value of the minOccurs attribute for the descendant element.

The method for how to add an element that is missing in the minimal correct document is described below. There are different options for action [15, 16]:

1. When creating a new document, add all elements to that document, including elements for which minOccurs is equal to zero. This is a fairly simple solution, and although the resulting document is correct, it doesn't quite meet our expectations: an empty element is not equivalent to the absence of an element in the document.

2. To correct XSLgui so that it could generate so generates a " + " sign after each element. A document with a large number of elements will be inconvenient for the user, because it will take too many attempts to find the correct place to insert the element.

3. Find a way to check the conciseness and correctness of the pluses, and pass this information to XSLgui. Conceptually this is an elegant solution, but technically it is quite difficult to implement.

4. Another solution is to assign pluses to the descendants of a complexType element as described below. For all descendants with minOccurs equal to 0, and if the number of occurrences of the element in the document is zero, create a "+" sign at the level of the complexType-element containing the descendants.

An XSLT template identifies the main elements from an XML document:

* plain text;
* comments;
* element attributes;
* a complex element, which may have a value, attributes and necessarily contains other elements inside;
* a simple element, has only a value and attributes.

When generating data-entry fields, the type of data and restrictions imposed should be taken into account. In particular, the input field for elements and attributes will be a drop-down list of values (fig.10) if there are XSD type definitions:

When generating data entry fields, the data type and the restrictions imposed are taken into account. In particular, the input field for elements and attributes will be in the form of a drop-down list of values (Figure 4) if there are XSD type definitions:

<xsd:simpleType name="recordTypeType">

 <xsd:restriction base="xsd:NMTOKEN">

 <xsd:enumeration value="Bibliographic"/>

 <xsd:enumeration value="Authority"/>

 <xsd:enumeration value="Holdings"/>

 <xsd:enumeration value="Classification"/>

 <xsd:enumeration value="Community"/>

 </xsd:restriction>

</xsd:simpleType>



Fig. 4.XML record graphical editor: data entry fields

If an XSD element contains a template reference (RegEx), for example:

<xsd:simpleType name="indicatorDataType" id="ind.st">

 <xsd:restriction base="xsd:string">

 <xsd:pattern value="[\da-z ]{1}"/>

 </xsd:restriction>

</xsd:simpleType>

then the edit form generates a call to the function to verify that the template matches the input data, i.e. the XSLT code will be executed:

. . .

<xsl:for-each select="xsd:simpleType/xsd:restriction/xsd:pattern">

 <xsl:attribute name="onChange">

 <xsl:text>e\_change(this, /</xsl:text>

 <xsl:value-of select="@value"/>

 <xsl:text>/);</xsl:text>

 </xsl:attribute>

</xsl:for-each>

 . . .

Which will generate elements of form

<input type="text" onChange="e\_change(this, /[\da-z ]{1}/);" . . . />

The described approach to XSD-based XML generation introduces the problem of recursive definitions. The recursiveness can occur when using references to types and names. Also, the described approach to the formation of XML based on XSD raises the problem of recursive definitions. Recursiveness can occur when using references to types and names [1,2]. For the following snippet of schema definition using XSD

<xsd:complexType name="organization">

 <xsd:sequence>

 <xsd:element name="id" type="int"/>

 <xsd:element name="name" type="string"/>

 <xsd:element name="sub-org" type="tns:organization"/>

 </xsd:sequence>

</xsd:complexType>

<xsd:element name="region">

 <xsd:complexType>

 <xsd:sequence>

 <xsd:element name="id" type="int" />

 <xsd:element ref="tns:region" />

 </xsd:sequence>

 </xsd:complexType>

</xsd:element>

<xsd:element name="record">

 <xsd:complexType>

 <xsd:sequence>

 <xsd:element name="id" type="int" />

 <xsd:element name="organization" type="tns:organization" />

 <xsd:element ref="tns:region" />

 </xsd:sequence>

 </xsd:complexType>

</xsd:element>

XML elements with unlimited XPath length are possible

/record/organization/sub-org/sub-org/sub-org . . .

/record/region/region/region/region . . .



Fig. 5. Recursion fragment

To avoid infinite nesting of elements when generating graphical editing interfaces for records, you can use the control of the number of nestings and limit them according to the current need.

XSD processing with XSLT takes into account various features of XSD definitions, including references and recursion. The data entered is automatically saved in the same database from which the record was retrieved.

# Conclusion

The proposed technology of building adaptive graphical WEB-interfaces allows for effectively solving the problem of integrating heterogeneous information resources based on the database schemes of XSD application using XSLT transformations. The described methodology has quite general ways of use and can be applied to build adaptive graphical WEB-interfaces that allow generating HTML-forms for data input and editing.

The implementation of the above concepts provides for guaranteed interaction of client and server applications on different platforms when working in heterogeneous environments.

The proposed adaptive graphical XML record editor allows for importing any XML data and transforming its structure in efficient and simple way, while transformation of source data of any structure without any changes in the program code is possible within the same processing.

Currently, the adaptive graphical XML record editor is implemented in the ZooSPACE-W subsystem of the ZooSPACE platform of the Institute of Computational Technologies, Siberian Branch of the Russian Academy of Sciences (Novosibirsk). Work is underway to improve the editor's functionality in terms of extending the list of supported XSD and JSON elements.

The field of application of the above technology is the integration of the described adaptive graphical web-interface in a distributed information system in order to increase the efficiency of user access to heterogeneous information and the ability to manage it.

The program can be used as an instantiated programming unit to generate and edit data represented in XML format, as well as a plug-in module in different server software for heterogeneous information integration systems.
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